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Abstract—We describe a scheduling system that supports 
collaboration between the user and automated optimizer. 
It enables the user to monitor the optimizer decisions, 
make any of the decisions manually, and leave the other 
decisions to the system. Furthermore, it identifies the 
tasks that require the user’s participation, and asks for 
assistance with these tasks. 

I. INTRODUCTION 
HEN we work on a practical scheduling task, we often 
encounter unexpected changes in resources and 
constraints. For example, when scheduling conference 

presentations, we may find out that some reserved rooms are 
no longer available, or that some speakers have unexpected 
equipment needs. If these changes are significant, we may 
face a “crisis” situation, which requires major changes to the 
schedule. Furthermore, we may have to handle a continuous 
stream of unexpected changes, which cause multiple 
adjustments to the schedule before and during the conference. 
This need for repairing schedules in crisis situations gives rise 
to several related problems, including representation of 
uncertain knowledge, efficient automatic repairs, and support 
for user participation in the rescheduling process. 

Although researches have long realized the importance of 
uncertain information in optimization problems, the related 
work has been limited [Chen and Pu, 2004]. For example, 
several researchers have built systems that ask the user to 
provide all missing data relevant to the task, and support only 
qualitative reasoning about uncertainty [Stolze and Rjaibi, 
2001; Stolze and Ströbel, 2003; Faltings et al., 2004; 
McCarthy et al., 2005].  This approach is effective when a 
problem includes only a few uncertain facts, but it is 
impractical for a large number of uncertain variables. 

Researchers have also studied techniques for collaboration 
between AI systems and users [Fleming and Cohen, 2001; 
Akiyoshi et al., 2002], including collaborative scheduling 
[Anderson et al., 2000; Ho and Lu, 2005] and planning [Allen 
and Ferguson, 2002; Cox and Zhang, 2005; Ai-Chang et al., 
2004]. They have focused on domain-specific algorithms, 
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and they have not developed techniques for general 
scheduling under uncertainty. 

The work on graphical interfaces for collaboration between 
the user and automated agents has also been limited 
[Shneiderman and Maes, 1997]. For example, Beard et 
al. [1990], Mackinlay et al. [1994], and Faulring and 
Myers [2005] have developed systems for visualization and 
editing of complex schedules, which allow post-editing of 
automatically constructed schedules; however, they do not 
support interactive use of scheduling procedures. 
 We have explored the problem of repairing schedules in 
crisis situations, and built a system that helps a human 
manager to address sudden changes in available resources 
and scheduling requirements. It includes a mechanism for 
representing unexpected changes and related uncertainty. 
Furthermore, it enables the user to participate in the 
scheduling process, and to build a new schedule in 
collaboration with the system. When the user needs help, she 
invokes the automated scheduler; when the scheduler needs 
help, it asks the user for additional information or guidance. 
This approach allows the user to make high-level decisions 
and leave low-level optimization to the system. 

The developed system is part of the RADAR project 
(www.radar.cs.cmu.edu) at Carnegie Mellon University, 
which is aimed at building an artificial-intelligence 
architecture for assisting an office manager. We have 
described this system in a series of four papers, including this 
paper. In the other three papers, we have explained the 
representation of uncertainty [Bardak et al., 2006a], search 
for near-optimal schedules [Fink et al., 2006], and automated 
elicitation of additional data that help to reduce uncertainty 
[Bardak et al., 2006b]. 

We now describe the collaboration between the system and 
human user. We first give an example of a scheduling 
scenario (Section II) and explain the encoding of available 
resources and scheduling constraints (Section III). We then 
present the architecture of the developed system (Section IV) 
and functionality of its main components (Sections V–VII).  
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II.  SCHEDULING  PROBLEM 
We begin with an example of a conference scenario, and use 
it to illustrate the representation of resources and constraints. 
Suppose that we need to assign rooms to events at a small 
one-day conference, which starts at 11:00am and ends at 
4:30pm, and that we can use three rooms: auditorium, 
classroom, and conference room (Table 1). These rooms host 
other events on the same day, and they are available for the 
conference only at the following times: 
 

 Auditorium: 11:00am–1:30pm and 3:30pm–4:30pm. 
 Classroom: 11:00am–2:30pm. 
 Conference room: 12:00pm–4:30pm. 
 

 We describe each room by a set of properties; in this 
example, we consider three properties: 
 

Size: Room area in square feet. 
Mikes: Number of microphones.  
Stations: Maximal number of demo stations 

that can be set up in the room. 
 

The conference includes five events: demonstration, 
discussion, tutorial, workshop, and committee meeting 
(Table 2). For each event, we specify its importance, as well 
as related constraints and preferences. We define constraints 
by limiting appropriate start times, durations, and room 
properties. For example, we may indicate that an acceptable 
start time for the committee meeting is 3:00pm or later, an 
acceptable duration is 30 minutes or more, and an acceptable 
room size is 400 square feet or more. We may also select 
preferred values for start times, durations, and room 
properties, which are subsets of acceptable values. For 
example, we may specify that the preferred start time for the 
committee meeting is 3:30pm, preferred duration is 60 
minutes, and preferred room size is 800 square feet or more. 
In Table 2, we give constraints and preferences for all events. 

We construct a conference schedule by assigning a room 
and time slot to every event. For instance, the schedule in 
Figure 1 satisfies all constraints and most preferences given 
in Table 2. The only unsatisfied preferences are the room 
sizes for the discussion and workshop, and the number of 
microphones for the discussion and tutorial. 

III. RESOURCES AND CONSTRAINTS 
We now explain the representation of available resources, 
scheduling requirements, and specific schedules, and then 
describe the utility function used in evaluation of schedules. 
The representation described here is a sublanguage of the full 
representation used in the developed system; the full 
language is presented in another paper [Bardak et al., 2006a]. 

Rooms: We represent resources by a set of available 
rooms; the description of a room includes its name and a list 
of numeric properties (see Table 1). The user can define an 
arbitrary list of properties, and then specify their values for 
each room. The user can also specify the availability of each 
room, represented by a collection of time intervals. For 
instance, the auditorium in the motivating example is 
available for 11am–1:30pm and 3:30pm–4:30pm. 

Events: The description of an event includes its name, 
importance, and related constraints and preferences (see 
Table 2). The importance is a positive integer, the constraints 
are sets of acceptable values for start time, duration, and room 
properties, and the preferences are sets of preferred values. 

 
 

 
 Auditorium Classroom Conf. room 
Size 1200     700     500     
Stations 10     5     5     
Mikes 5     1     2     

Table 1. Available rooms and their properties. 
 

 Demo Discu- 
ssion 

Tuto- 
rial 

Com-
mittee 

Work-
shop 

Importance 5 3 8 1 5
Acceptable 11am ≥3pmStart 

time Preferred Any Any 11am 3:30pm Any

Acceptable ≥60 ≥30 ≥30 ≥30 ≥60Dura-
tion Preferred 150 90 60 60 120

Acceptable ≥600 ≥200 ≥400 ≥400 ≥600Room 
size Preferred ≥1200 ≥600 ≥600 ≥800 ≥1000

Acceptable ≥5 Any Stat- 
ions Preferred ≥10 Any ≥2 Any Any

Acceptable ≥2 ≥1 ≥1Mikes Preferred Any ≥4 ≥2 Any ≥1
Table 2. Conference events and related constraints and preferences. 

 
 Auditorium Classroom Conf. room 

11:00 
11:30 Tutorial Unavailable 

12:00  
12:30 

1:00 

Demo 

1:30 
2:00 

 
Workshop 

 

2:30 

 

3:00 

Unavailable 

3:30 
4:00 

Committee 
meeting 

Unavailable Discussion 

Figure 1. Schedule for the conference scenario in Tables 1 and 2. 
 

 
Figure 2. Reward for satisfying a preference. If the related property 
value is within the preferred set, the reward is 1.0; else, it linearly 
decreases with the distance from the set. 
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Uncertainty: When scheduling a conference, we may 
have incomplete information about resources, event 
importances, constraints, and preferences; for instance, we 
may not know the exact size of the conference room or the 
exact requirement for the demo duration. We represent an 
uncertain value as an interval, encoded by its minimal and 
maximal values, and we assume that all values in this interval 
are equally likely. For example, we may specify that the size 
of the conference room is between 500 and 750, the 
importance of the demo is between 4 and 6, and its minimal 
acceptable duration is between 60 and 90. 

Schedule: To build a schedule, the system assigns a 
specific room and time slot to each event. It represents this 
assignment by four variables: event name, room name, start 
time, and duration. Alternatively, it can decide that an event is 
not part of the schedule, which is also considered an 
assignment.  We call such an event rejected, and represent it 
by setting its room to NIL. Note that assignments must not 
overlap, that is, the system cannot assign two events to the 
same room at the same time. 

Schedule quality: We measure quality on the scale from 
0.0 to 1.0; higher values correspond to better schedules. The 
quality of a specific assignment depends on how well the 
selected room and time slot match the related constraints and 
preferences. If the start time, duration, or some room property 
is outside the acceptable set, then the assignment quality is 
zero regardless of the other constraints. For example, if we 
allocate a 30-minute slot for the demo in the motivating 
example, then the assignment quality is zero, even if it 
satisfies all other constraints. If we reject an event, the 
assignment quality is also zero. 

If an assignment satisfies all hard constraints, we determine 
the rewards for satisfying the related preferences. If a start 
time, duration, or room property is within the preferred set of 
values, the respective reward is 1.0. If it is outside the 
preferred set, the reward depends on its distance from this set; 
specifically, the reward linearly decreases with the distance 
from the preferred values, as shown in Figure 2. If the event 
has k preferences, and the respective rewards are r1,…, rk, 
then the assignment quality is (r1 + … + rk) / k. 

The overall schedule quality is the weighted sum of the 
quality values for individual assignments. That is, if a 
schedule includes n events, the quality values of their 
assignments are Qual1,…, Qualn, and their importances are 
imp1,…, impn, then the overall schedule quality is 

 

(imp1 · Qual1 + … + impn · Qualn) / (imp1 + … + impn). 
 

 For example, if we use the preferences in Table 2, and the 
schedule is as shown in Figure 1, then the quality of the time 
slot for the demo is 1.0, for the discussion is 0.75, for the 
tutorial is 0.8, for the committee meeting is 1.0, and for the 
workshop is 0.85, and the overall schedule quality is 0.86. 
 Expected quality: If the description of rooms and events 
includes uncertainty, we evaluate candidate schedules by the 
mathematical expectation of their quality [Bardak et al., 
2006a]. The system determines the expected quality of 
individual assignments, E(Qual1),…, E(Qualn), as well as the 
expected values of their importances, E(imp1 ),…, E(impn), 

and uses them to compute the expected quality of the overall 
schedule, which is 
 

(E(imp1 ) · E(Qual1) + … + E(impn) · E(Qualn)) /  
(E(imp1) + … + E(impn)). 

 

The quality computation is based on the assumption that 
the uncertain values are uniformly distributed in their 
respective intervals, and that these distributions are 
independent. If the uncertain values do not satisfy these two 
assumptions, the computation does not give the exact 
expected quality, but it usually provides a good 
approximation.  

IV. ARCHITECTURE 
The scheduling architecture consists of the components 
shown in Figure 3. We briefly describe the role of these 
components; then, in Sections V–VII, we explain how they 
support the collaboration with the user. We have given a more 
detailed description of these components in the papers on the 
representation of uncertainty [Bardak et al., 2006a], 
scheduling based on uncertain knowledge [Fink et al., 2006], 
and elicitation of additional data [Bardak et al., 2006b]. 

World model [Bardak et al., 2006a]: This component 
maintains the description of a scheduling scenario, which 
includes the information about resources, constraints, and 
current schedule. It keeps a persistent copy of the world 
model on disk, and a fast-access copy in memory. 
  Scorer [Bardak et al., 2006a]: The scoring module is a 
fast procedure for evaluating schedule quality, which 
computes the expected quality of each assignment. The 
system uses it for automatic scheduling and for feedback 
during manual scheduling. 

Scheduler [Fink et al., 2006]: The scheduling module 
inputs the description of rooms and events, and searches for a 
schedule with a high expected quality. The search algorithm 
is based on hill-climbing; it does not guarantee optimality, but 
is usually finds near-optimal solutions. If we apply this 
algorithm to construct a new schedule, it begins with the 
initially empty schedule and gradually improves it. If we use 
it to repair a schedule after changing resources or constraints, 
it starts with the old schedule. At each step, it either assigns a 
slot to some unscheduled event, or moves some scheduled 
event to a better slot. It continues the search until it cannot 
find further improvements, or until reaching a time limit. 

Elicitor [Bardak et al., 2006b]: The elicitation module 
determines whether the scheduler needs manual help, and 
generates respective requests to the user. We list the request 
types and give example requests in Figure 4. 
 If more accurate information about some uncertain value 
may help to improve the schedule, the system asks the user to 
find out this information. If the constraints for some event 
include a lot of uncertainty, the system asks the user to 
schedule this event manually, which is usually easier than 
providing all related constraints. 
 For each potential request, the elicitor analyzes the 
expected schedule improvement due to the user’s help, and 
the expected human effort of addressing this request; it 



 
 

 

evaluates the utility of a request by the difference between the 
expected improvement and the required effort. The system 
selects the requests with positive utility, ranks them from the 
highest to the lowest utility, and displays them in this order. 
 Top-level control: This module coordinates the 
invocation of the other modules, and it also routes data among 
them. Currently, it uses simple control procedures; we are 
now working on a more intelligent version, which will 
include heuristics and learning mechanisms for making the 
best use of the search algorithm, and for improving its 
co-ordination with the manual scheduling. 

Interface: The graphical user interface consists of three 
main screens, as shown in Figure 3. The first screen is for 
editing the description of rooms and events (Section V), the 
second is for constructing and repairing conference schedules 
(Section VI), and the third is for keeping track of the requests 
generated by the elicitor (Section VII). 

V.  EDITING RESOURCES AND CONSTRAINTS 
The first screen is for modifying the description of available 
resources and scheduling constraints; it supports the eight 
types of modifications summarized in Figure 5. We show the 
sub-screen for editing resources in Figure 7(a), and the 
sub-screen for constraints and preferences in Figure 7(b). 
 The user needs to update the world model when she learns 
about unexpected changes. For instance, if the conference 
room in the motivating example suddenly becomes 
unavailable because of unexpected repairs, the user must 
either completely delete it or mark the repair period as 
unavailable. As another example, if the conference committee 
decides to move the demo to the afternoon, the user has to 
adjust its set of acceptable times. 
 The user may also update the world model when she finds 
out more details about rooms or constraints. For instance, 
suppose that the conference-room size is uncertain, and the 
user needs its exact value for constructing a schedule. Then, 
she may measure the size of this room and input its value. 
 When the user updates the world model, she needs to make 
related modifications to the schedule. She may use the system 
to repair the schedule automatically; alternatively, she can 
build a new schedule herself in collaboration with the system. 

VI. COLLABORATIVE SCHEDULING 
The scheduling screen is the central part of the interface (see 
Figure 8); it allows the user to invoke the automated 
scheduler, guide its search, and make manual modifications. 

Available information: The scheduling screen provides 
all data about rooms and events; it allows the user to view the 
properties and availability of every room, importances of 
events, and constraints and preferences for each event. It also 
provides a graphical view of the schedule, and shows the 
reward for each preference, the quality of each assignment, 
and the overall schedule quality. 
 

 
Figure 3. Architecture of the scheduling system. 

 
                         
 

• Provide the exact value for an uncertain room property. 
Example: Find out the size of the conference room. 

• Provide the exact value for an uncertain event importance. 
Example: Find out the importance of the demo. 

• Provide the exact specification for a set of acceptable values for 
start time, duration, or room property in an event description. 
Example: Find out the acceptable duration of the demo. 

• Provide the exact specification for a set of preferred values for 
start time, duration, or room property in an event description. 
Example: Find out the preferred room size for the discussion. 

• Select a room and time for an event. 
Example: Select a time slot for the workshop. 

                         

Figure 4. Types of requests to the user. The system may ask the user 
to find out more information about available resources and 
scheduling constraints, and to schedule some events manually. 
 
                         
 

• Add a new room and specify its properties and availability. 
• Delete an old room. 
• Change properties of a room. 
• Change the availability of a room. 
• Add a new conference event and specify acceptable and preferred 

values for its start time, duration, and room properties. 
• Delete an old event. 
• Modify sets of acceptable values for an event. 
• Modify sets of preferred values for an event. 
                         
 

Figure 5. Interface operations for editing resources and constrains. 
 

 
Figure 6. Main steps of the collaborative scheduling.
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(a) Input of room properties. 

 
(b) Input of event constraints and preferences. 

 

Figure 7.  Screen for editing resources and constraints. 
 

 
 

Figure 8. Screen for collaborative scheduling. 
 
Manual scheduling: The user can construct or modify a 

schedule by dragging conference events to appropriate time 
slots in the graphical view. She can also remove some events 
from the schedule by dragging them into the bin of rejected 
events. The system continuously recomputes the expected 
quality of the schedule, and shows the impact of each manual 
change on the quality of each assignment. 

Automated scheduling: The user may invoke the search 
procedure that automatically improves the schedule, and she 
may interleave manual and automated scheduling. For 
instance, she can call the procedure to build an initial 
schedule, then make manual modifications, and then call it 
again to improve the schedule. 

When the user invokes the scheduler, she can provide 
several types of restrictions on the search process. First, she 
can mark the rooms that should be used for the conference, 
and then the system will place events only into these rooms. 
For example, she may specify that the system should use only 
the auditorium and classroom. 

Second, she can “lock” some events in their current 
locations, and then the system will not move these events. For 

instance, she may specify that the demo and tutorial should be 
scheduled as shown in Figure 1, but the system can move the 
other three events. 

Third, the user can lock a room selected for an event 
without locking time; for example, she may specify that the 
demo must remain in the auditorium, but the system can 
change its start time and duration. Alternatively, the user can 
lock the start time of an event without restricting its location; 
for instance, she may indicate that the tutorial has to start at 
11am, but the system can move it to another room. 

Auxiliary operations: The interface also provides several 
auxiliary operations, which include saving the current 
schedule in a file, reading a previously saved schedule, 
undoing and redoing recent changes, and customizing the 
view of the schedule. 

 
 



 
 

 

VII. ELICITATION REQUESTS 
The elicitation screen shows the requests for manual help, 
sorted in the decreasing order of their utility. It allows the 
user to change request priorities, mark the completed 
requests, and delete the requests that she does not plan to 
address. 
 The display of requests includes links to the related parts of 
the other screens; for example, a request to find out the exact 
value of a room property has a link to this property on the 
room-editing screen, and a request to select a time slot for an 
event has a link to this event on the scheduling screen. 
 Note that the system does not expect the user to provide all 
requested help. The user may address some requests and 
delay or ignore the others, and the system constructs the 
schedule based on the resulting information. If the user later 
addresses other requests, the system updates the schedule to 
account for the additional information. 

VIII.   CONCLUSIONS 
We have described a system that helps a human manager to 
construct a conference schedule in a crisis situation, which 
may involve major unexpected changes, as well as 
incomplete information about resources and scheduling 
requirements. It allows the user to participate in the 
scheduling process; that is, the user can monitor the system’s 
decisions, make any of the decisions manually, and leave the 
other decisions to the system. Furthermore, the system 
identifies the tasks that require manual help, and asks for 
assistance with these tasks.  
 In Figure 6, we summarize the steps of the collaborative 
scheduling process. When the user invokes the scheduling 
procedure, it processes the new data and advice, modifies the 
schedule based on these data, and generates requests to the 
user. It then returns the control to the user, who can update 
resources and constraints, modify the schedule, address the 
system's requests, and provide additional advice. 

Although we have considered a scheduling problem, the 
underlying framework does not rely on specific features of 
this problem, and it is applicable to a variety of optimization 
tasks. 
 The developed system has two main limitations. First, the 
system does not provide explanation of its scheduling 
decisions, which reduces the effectiveness of its collaboration 
with the user. Second, the elicitation is limited to the five 
types of requests in Figure 4; the system does not consider 
other types of user help, such as obtaining additional 
resources, requesting the conference organizers to relax 
constraints, or anticipating possible future changes. We plan 
to develop an extended version of the system, which will 
include an explanation mechanism and a new module for 
negotiating additional resources and constraint changes. 
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